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Hemos estado trabajando con tipos de datos más complejos que representan un objeto o registro. Pero hasta el momento la limitación más importante que se presentaba es que la información se almacenaba en la memoria de la computadora y, al finalizar el programa, se perdía. Por lo que si cargabamos una lista de diez clientes y nuestro programa finalizaba, esa lista se perdía y era necesario cargarla de vuelta.

Este problema se soluciona haciendo uso de archivos. Ya que la información puede ser persistente en algún medio de almacenamiento. Generalmente el almacenamiento principal.

Un archivo de datos como los que trabajaremos no es más que una sucesión de bytes en formato binario que se encuentra en algún dispositivo de almacenamiento con un nombre identificatorio.

Si hacemos una clasificación sencilla de los archivos podemos destacar:

| **Archivos del sistema** | **Archivos ejecutables** | **Archivos de datos** |
| --- | --- | --- |

Los archivos del sistema son archivos necesarios para que el sistema operativo trabaje. Contienen configuraciones, drivers, bibliotecas, etc. No es común que el usuario común manipule estos archivos.

Los archivos ejecutables son aplicaciones que contienen el conjunto de instrucciones en lenguaje máquina para resolver una tarea.

En cambio, los archivos de datos son aquellos que permiten a una aplicación persistir información. Ya sea una hoja de cálculo, un dibujo, un archivo de texto, etc. Estos archivos suelen tener un formato y/o estructura específica para que ciertos programas puedan crearlos, visualizarlos, modificarlos, etc.

En las aplicaciones que realizaremos, estos archivos de datos contendrán información de entidades. Por ejemplo, llevar un registro de exámenes, de ventas, de artículos, etc. Para poder lograr este objetivo es necesario que sigamos una serie de reglas puntuales.

**Registros de longitud fija**

Todos los registros de un archivo debieran tener la misma longitud (en bytes). Esto determina de cuanto en cuanto debe desplazarse dentro del archivo para realizar la lectura de información. Por ejemplo, imaginemos que estamos trabajando con un archivo de exámenes. Indistintamente de los datos almacenados un esquema general del archivo podría ser algo como el siguiente:

![](data:image/png;base64,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)

**Imagen 1 ·** Representación gráfica de un archivo con registros de longitud fija.

Podemos observar que el archivo cuenta con cinco registros y que cada registro tiene una longitud fija de 120 bytes. De ahí surge que el primer registro comienza en el byte 0 y finaliza en el byte 119. El segundo comienza en el byte 120 y finaliza en el 239 y así sucesivamente.

En el byte 600 comenzaría el sexto registro que aún no fue cargado.

Lograr que los registros tengan longitud fija no es un problema. Ya que cuando creamos objetos de una misma clase, todos tendrán el mismo tamaño en bytes.

**Registros identificados por valores únicos e irrepetibles**

Algo importante al trabajar con archivos es poder identificar a los registros dentro del mismo de alguna manera. Es importante destacar que el "número de registro" no puede ser una manera válida de identificarlo ya que, por varias razones, puede ocurrir que el archivo se vea modificado y el orden original de los registros cambie (por ejemplo, al ordenar un archivo).

En general, se debe definir uno o varios tributos de nuestra clase como identificadores del registro. Y deberemos asegurar que dicho valores o conjunto de valores no se repitan dentro del archivo. Por ejemplo:

| **Código ISO** | **País** | **Capital** | **Superficie km2** |
| --- | --- | --- | --- |
| AR | Argentina | Buenos Aires | 2780400 |
| AS | Samoa Americana | Pago Pago | 199 |
| AT | Austria | Viena | 83871 |
| AU | Australia | Canberra | 7741220 |

**Tabla 1 ·** Datos de un archivo de países

En la Tabla 1, podemos observar un archivo de países compuesto por los atributos País, Código ISO, Capital y Superficie. El código ISO es una cadena de dos caracteres que identifica unívocamente al registro. Luego, no podrá haber dos registros con el valor AU en el Código ISO ya que ese valor es el que identifica al país Australia. De la misma manera, si quisieramos saber la longitud de Austria, deberíamos recorrer el archivo en la búsqueda del código AT. Si lo encontramos sabremos la longitud del país.

**Archivo no debe admitir registros duplicados**

En relación a lo mencionado en el ítem anterior. De cumplir la restricción de que uno o varios atributos sean únicos dentro del archivo. No podría darse la situación en la que dos registros sean iguales. De suceder, sería conceptualmente incorrecto.

## Funciones de Archivos de C

Una vez aclarados los conceptos generales para trabajar con archivos podemos visualizar cuáles son las funciones para poder hacer uso de ellos. Las acciones principales para trabajar con archivos son:

| **Acción** | **Descripción** | **Función de C** |
| --- | --- | --- |
| Apertura | Abrir un archivo en un modo particular, crearlo si es necesario. | fopen |
| Cierre | Cerrar un archivo previamente abierto. | fclose |
| Escribir | Escribir datos de la memoria a un archivo. | fwrite |
| Leer | Leer datos de un archivo a la memoria. | fread |
| Desplazar | Desplazarse una cantidad determinada de bytes dentro del archivo. | fseek |
| Tamaño | Obtener el tamaño total de bytes desplazados desde el comienzo a la ubicación actual. | ftell |

**Tabla 2 ·** Acciones generales con el trabajo con archivos

Otra acción muy común y necesaria será la de poder saber cuánto ocupa en memoria una variable o un registro de una clase en particular. Para ello utilizaremos el operador **sizeof**. Las sintaxis para utilizarlo son las siguientes:

| size\_t sizeof (tipo de dato) size\_t sizeof variable |
| --- |

En cualquier caso va a devolver el tamaño en bytes del elemento indicado. Por ejemplo:

| int numero; cout << sizeof (Examen); cout << sizeof numero; |
| --- |

**Código 1 ·** Ejemplo de uso del operador sizeof

En el primer uso de sizeof, el cout nos mostrará por pantalla el tamaño en bytes del tipo de dato Examen (todo objeto de la clase Examen ocupará ese tamaño en memoria).

En el segundo uso de sizeof, el cout nos mostrará por pantalla el tamaño en bytes de la variable número. Es decir, nos mostrará por pantalla el tamaño en bytes de un int.

| ❗ El tipo de dato size\_t es un entero largo sin signo → unsigned long |
| --- |

### Abrir un archivo - fopen

| FILE \* fopen(const char \*nombre, const char \*modo); |
| --- |

Abre un archivo cuyo nombre es indicado por el contenido de la cadena apuntada por nombre, el segundo argumento es una cadena que indica el modo de apertura del archivo.

Parámetros:

nombre – la ruta del archivo, puede ser relativa o absoluta si el sistema lo permite.

modo – el modo de apertura del archivo:

| **Modo** | **Nombre** | **Descripción** |
| --- | --- | --- |
| wb | write-binary | Destruye el archivo a 0 bytes y lo abre como escritura. Si no existe el archivo, lo crea. |
| rb | read-binary | Abre el archivo como lectura desde el byte 0. No admite escritura. |
| ab | append-binary | Abre el archivo desde el final y lo abre como escritura. No admite modificar lo existente, sólo agregar. Si no existe el archivo, lo crea. |
| rb+ | read-binary plus overwrite | Abre el archivo desde el byte 0 y lo abre como escritura. Admite modificar registros existentes. |

**Tabla 3 ·** Modos de apertura de archivos binarios con fopen.

Valor de retorno: La función fopen retorna un puntero FILE que controlará el archivo. Si el proceso de apertura no es exitoso, entonces retorna un carácter nulo.

Ejemplo:

| bool existeArchivo(const char \*strArchivo){  FILE \*p;  p = fopen(strArchivo, "rb");  if (p == NULL){  fclose(p);  return false;  }  return true; } |
| --- |

**Código 2 ·** Ejemplo de uso de fopen y fclose

### Cerrar un archivo - fclose

| int fclose(FILE \*archivo); |
| --- |

El archivo apuntado por *archivo* es liberado y cerrado.

Parámetros:

archivo - Puntero a una estructura FILE previamente abierta con fopen.

Valor de retorno:

La función fclose retorna cero si el archivo es cerrado exitosamente, si ocurren errores devuelve EOF.

### 

### Lectura - fread

| size\_t fread(void \*ptr, size\_t tam, size\_t cant, FILE \*archivo); |
| --- |

La función fread lee desde el archivo apuntado por *archivo*, *cant* elementos de tamaño *tam* y los almacena en el bloque de memoria apuntado por *ptr*.

Parámetros:

ptr – puntero a un bloque de memoria. Generalmente será la dirección de un objeto.

tam – tamaño en bytes de cada elemento a ser leído.

cant – cantidad de elementos a leer, cada uno de tamaño tam.

archivo – puntero a una estructura FILE que especifica el flujo de datos.

Valor de retorno:

La función fread devuelve la cantidad de registros que pudo leer correctamente y en caso contrario 0.

### 

### Escribir - fwrite

| size\_t fread(void \*ptr, size\_t tam, size\_t cant, FILE \*archivo); |
| --- |

La función fwrite escribe en el archivo apuntado por *archivo*, *cant* elementos de tamaño *tam* provenientes del bloque de memoria apuntado por *ptr*.

Parámetros:

ptr – puntero a un bloque de memoria desde donde se escribirán los datos. Generalmente será la dirección de un objeto.

tam – tamaño en bytes de cada elemento a ser escrito.

cant – cantidad de elementos a escribir, cada uno de tamaño tam.

archivo – puntero a una estructura FILE que especifica el flujo de datos.

Valor de retorno:

La función fwrite devuelve la cantidad de registros que pudo escribir correctamente y en caso contrario 0.

### Ejemplo de alta de un registro de la clase Examen

| #include <iostream> using namespace std; #include <cstdio> #include "Examen.h"  int main(){  Examen a;  a.cargar();   FILE \*p = fopen("examenes.dat", "ab");  if (p == NULL){  cout << "No se pudo abrir el archivo.";  return 1;  }  bool ok= fwrite(&a, sizeof(Examen), 1, p);  if (ok == true){  cout << "Registro guardado exitosamente." << endl;  }  else{  cout << "No se pudo guardar el registro." << endl;  }  fclose(p);  return 0; } |
| --- |

**Código 3 ·** Ejemplo de carga y almacenamiento en un archivo de exámenes.

### Ejemplo de lectura de un registro de la clase Examen

| #include <iostream> using namespace std; #include <cstdio> #include "Examen.h"  int main(){  Examen a;    FILE \*p = fopen("examenes.dat", "rb");  if (p == NULL){  cout << "No se pudo abrir el archivo.";  return 1;  }  bool ok= fread(&a, sizeof(Examen), 1, p);  if (ok == true){  a.mostrar();  }  else{  cout << "No se pudo leer el registro." << endl;  }  fclose(p);  return 0; } |
| --- |

**Código 4 ·** Ejemplo de lectura y listado de un registro del archivo de exámenes.